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Executive Summary

In this deliverable, we will identify a list of features that are required for supporting collaborative ontology design. The focus is on scenarios where the development team is distributed over multiple locations, like it is the case for the FAO and the invoicing case study.

For example, in the FAO case study the world-wide users of the AGROVOC ontology can also participate in its further development. Currently, they can only provide suggestions via mailing lists or a web form. But for the future it is planned to allow direct collaborative editing by the users. Nevertheless, FAO staff will still review the changes before they are published in an official version of AGROVOC.

In the invoicing case study, several Spanish laboratories organized in the PharmaInnova cluster are collaborating for defining a common invoice model which can be used for exchanging invoices between the laboratories. Currently, all participants have to physically meet at one place but for reducing the costs and required person effort the physical meetings should be reduced to a minimum and be replaced with online techniques for collaboration over the internet.

Based on an analysis of the previously described case studies and state-of-the-art ontology editing tools with collaboration support like Collaborative Protégé, a list of required features can be identified. The list includes features like the annotation of ontology elements with further explanations of, e.g. their design rationale or the support for computer-mediated communication between the different participants of the ontology design process.

Three different techniques will be explained in more detail, each addressing one or more of the identified required features. Furthermore, we will provide pointers to related work in other workpackages of NeOn which also provide techniques for supporting collaborative ontology design.

First, we will describe the WikiFactory framework that addresses the problem of collaboratively editing an ontology. It allows for deploying a given ontology into a semantic wiki like the Semantic MediaWiki. Then, the ontology can be modified by editing the created wiki pages. It has the advantage that also domain experts, who are typically not familiar with sophisticated ontology editing tools, can easily contribute to maintaining an ontology. Furthermore, the collaborative editing features of the wiki can be reused for editing ontologies.

The second technique is related to supporting the discussion and decision taking processes during the ontology design process. Cicero, a wiki based tool will be presented. It supports its users in applying the idea of issue based information systems (IBIS). In previous studies it was shown that an IBIS like structure leads to more efficient and better structured discussions.

The discussions captured with Cicero reflect the design rationale of the corresponding discussed ontology elements. They are an important part of the provenance information of ontology elements, explaining their current state. Knowing and documenting the design rationale of ontology elements is especially of importance in the case of collaborative ontology design. In this deliverable, we will make a proposal of how to easily add the required provenance annotations to an ontology by integrating the Cicero tool with the NeOn toolkit.
Note on Sources and Original Contributions
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Chapter 1

Introduction

In this deliverable, we will identify a list of features that are required for supporting collaborative ontology design. Loosely speaking, with the term collaboration we mean either (i) situations of reuse-oriented collaboration (e.g. reusing existing ontologies or ontology design patterns, making an ontology functional to a given task through appropriate evaluation and selection, re-engineering thesauri, folksonomies, subject directories, textual data) or (ii) situations of active interaction between agents for producing a knowledge resource (e.g. collaborative editing and annotation of ontology elements and changes, discussing and getting consensus on design solutions and their rationales in context).

More precisely, the notion of collaborative workflow has been defined in C-ODO \cite{CGL+07a} as a special type of epistemic workflow. Epistemic workflow is one of C-ODO’s key-concepts, it subsumes other types of workflows, like interaction or usage, for which the bonds between the agents involved in the workflow are weaker than in the case of collaboration.

Collaborative workflows are typically based on teams that include accountable agents, i.e. accountable agents are conscious of their participation to the same plan and share a same goal. The focus of this deliverable is on collaboration scenarios where the development team is distributed over multiple locations, like it is the case for the FAO and the invoicing case study. The relevant case study scenarios will be described in Chapter 2. Based on an analysis of the scenarios and state-of-the-art ontology editing tools with collaboration support like Collaborative Protégé, this chapter also contains a list of features required for collaborative ontology design.

In the rest of the deliverable, we will describe concrete techniques that support the required features and that facilitate collaborative ontology design. In Chapter 3 we will describe the WikiFactory framework that addresses the problem of collaboratively editing an ontology. It allows for deploying a given ontology into a semantic wiki like the Semantic MediaWiki. The WikiFactory approach has the advantage that also domain experts, who are typically not familiar with sophisticated ontology editing tools, can easily contribute to maintaining an ontology.

The second technique described in Chapter 4 is related to supporting the discussion and decision taking processes during collaborative ontology design. The Cicero extension for Semantic MediaWiki supports its users in applying the idea of issue based information systems (IBIS). Having an IBIS like structure leads to more efficient and better structured discussions. The manual of the tool is available in Appendix A. Furthermore, we will describe in Section 4.3.2 how Cicero may be used for capturing provenance information of ontology elements by integrating the Cicero tool and the NeOn toolkit.
Chapter 2

Requirements for Collaborative Ontology Engineering

In this chapter, we will identify features that are relevant for collaborative ontology engineering and that should be supported within NeOn. We start by describing the collaboration scenarios in the case studies. After that, we will analyze the collaboration features of existing tools like Collaborative Protégé. We close this chapter with the list of required features and give pointers to the corresponding chapters in this deliverable or to other NeOn deliverables which address one or more of the listed features.

2.1 Collaboration Scenarios: Ontology Engineering at FAO

In the following, we will describe the actual ontology engineering workflows of three different ontologies that were developed at FAO. We will show that, despite their differences in size and scope, for developing all three ontologies the collaboration between several persons was crucial. We will also discuss how the workflows may be further improved by providing a better collaboration support.

2.1.1 The AGROVOC Thesaurus and Concept Server

AGROVOC is a multilingual thesaurus developed by FAO since 1983. Originally, it was only available in printed copy, but since 2000 it is available online. Originally, the development of the thesaurus was done by several experts who met regularly in order to discuss how to enrich it. The collaboration was therefore with face-to-face meetings.

Translations of the thesaurus are currently done in partner countries. Experts meet and organize themselves for the development of a version of the thesaurus in the national language. FAO provides guidelines and tools for this task, but some countries also have their own tools. Once the national version is completed, it is sent to FAO for inclusion in the master copy of the thesaurus and published online.

For some time now, it has been possible to add new terms to AGROVOC by direct suggestions from users all over the world: the suggestions, in multiple languages, arrive to FAO through the means of a specific web-form or emails. The suggestions are then evaluated and committed to the ontology by the FAO AGROVOC team (see Fig. 2.1).

At the beginning of 2007, FAO has promoted a virtual conference, called the AGROVOC E-conference. This has been recognized as an effective means for further collaboration between AGROVOC experts and users all over the world. It didn’t require any working mission or trips by participants, with consequent save of money and time, and allowed asynchronous participations, with consequent benefit of giving time to users to

2 http://www.fao.org/aims/tools_thes.jsp
reply when and from where was more convenient for them. In this case, a mediated communication over the internet was used for organizing the work.

Both activities of creating and maintaining AGROVOC involve many actors who need to collaborate, e.g. during the sequential actions of initial creation and translation. The collaboration takes place between the different sequential actions as well as within them:

- The creation of terms involves many domain experts to identify what are the best terms to use for the thesaurus. Furthermore, it has to be decided which terms may be created as non-descriptors or where they should be put in the hierarchy (i.e. assign broader terms and/or narrower terms).

- The translation of terms involves discussions between translators and domain experts in order to evaluate and define the best translation of a term.

Therefore, for the collaborative aspects of the creation and maintenance of an ontology we need to consider collaborations over different steps performed by different people as well as collaboration among several participants for every single step. For these reasons, FAO recognizes the need for making the development and the maintenance of AGROVOC more collaborative and especially more direct for users without the mediating action of FAO staff members. In parallel with this, the idea to convert AGROVOC to a more complete structure allowing the representation of more information (such as linguistic information for terms, or the ability to have multiple translations of a specific term, etc.) has been investigated.

As a result, FAO has undertaken the development of a new system, called the AGROVOC Concept Server Workbench, which allows collaborative and distributed management of the new restructured AGROVOC (in this case we can talk of an AGROVOC Ontology). The resulting workflow is shown in Fig. 2.2 (more details about the editorial workflow are also available in [PWHd07]). The collaboration in this case is much more effective because:

- AGROVOC editors all over the world can have direct access to a unique and homogenized maintenance tool;
Figure 2.2: Planned workflow for collaborative management of AGROVOC.

- changes are immediate and there is no need to wait for FAO actions (eventually only validations of proposed changes);
- all users can immediately see and benefit from other users contributions;
- the cycle of adding data to AGROVOC and using it is more immediate, because after the data are inserted and eventually validated, they become immediately available for remote access through web services or for download (currently, a new version of AGROVOC is published only every three months).

In this case we have identified several roles for people interacting with each other:

- **Domain Experts**: Librarians, indexers and AGROVOC users all over the world can be seen as domain experts which need to enrich the ontology (AGROVOC concept server). They can be further divided into:
  - ontology experts (the ones that work on the hierarchies and relationships of concepts),
  - terminology specialists (the ones that are interested only on the translations of terms).

- **AGROVOC Experts**: The AGROVOC managers who can validate and/or publish changes of the domain experts.

- **Ontology Engineers** and the **AGROVOC DB Manager**.

There are several activities these actors may be involved into, such as:

- concept or term creation and editing,
- concept or term deprecation,
- concept or term annotation (e.g. management of images and definitions, etc.),
- relationship management,
- validation of changes,
- publication of new versions.

Collaborative tools should in this case analyze the different actions users may perform in order to facilitate maintenance tasks (e.g. identify categories of annotations, etc.). In addition to that, logs should record every user actions, and the system may provide statistics on user activities.
2.1.2 FNA: The Food, Nutrition and Agriculture Ontology

The “Food, Nutrition and Agriculture” Ontology has been developed in FAO in 2004 to store metadata elements of the FNA journals. During its development, the KAON format and tools were used (mainly the OI-modeller). The ontology was developed using the effort of 3 people (one metadata expert, one ontology engineer and one domain expert).

The collaborative workflow for the creation of the ontology was pretty easy, because the metadata expert exported needed data from databases and compiled them into a topic-map file. This file was then passed to the ontology expert who converted this file into a KAON ontology and checked that all the needed elements were present and eventually created them. Then, a trained domain expert took the KAON file and used the KAON interface for completing the ontology with all needed relationships and adding multi-linguality. The editorial workflow can in this case be considered linear (see Fig. 2.3).

The maintenance of the FNA ontology does not require specific tools or actions because it is only seldom changed and thus it is sufficient if the trained ontology editor updates the ontology using the KAON OI-modeler tool. However, this is a special case requiring only a minimum of collaboration.

2.1.3 CWR: Crop Wild Relative Ontology

The Crop Wild Relative Ontology contains a subset of about 400 terms highly relevant to crop wild relatives. Terms with high relevance to the CWR domain are grouped into themes, roughly corresponding to AGROVOC (top level) categories, or indicatives of the thematic sources from which the terms were collected (biological and geographical online dictionaries etc.), with an attempt to balance the number of terms between the groups. For the import into the ontology structure, the themes were converted to namespaces in order to preserve the grouping and allow manipulation within ontology client programs on terms based on namespace grouping. Before the import, the namespaces were slightly modified and adapted to some other existing ontologies. The ontology is available as OWL Full and OWL DL.

The collaborative workflow involved FAO staff and an external collaborator who provided his knowledge as a domain expert. FAO prepared the requirement and the minimal set of terms from AGROVOC that were used for the development of the ontology. The compiled information was sent to the domain expert who manually populated the ontology. The ontology was sent back to FAO for analysis and final set-up (including model restructuring and language enrichment). The resulting workflow is shown in Fig. 2.4.

In this case we also have several steps performed by different actors. The CWR development is particularly interesting as there was a clear distinction between ontology engineers and ontology editors. Their roles are very different and they performed actions in different steps. However, it is desirable and needed to have a tighter collaboration between the different actors.

2.1.4 Generalized Scenario

In general, the collaborative workflow for the development of ontologies has the following steps and corresponding actors (cf. Fig. 2.5):

- The initial ontology design and population is done by one or more ontology engineers who are generally preparing the structure of the ontology.
- Afterward, one or more domain experts or ontology editors are further populating the initial ontology. Also information specialists may be involved who populate the ontology from databases etc.
- Next, translators may translate the elements of the ontology.
- Finally, the ontology is integrated into the information system and published by ontology or IT experts.

The identified activities may be executed in subsequent steps (like in the case of the FNA or CWR ontology) or they may be executed in parallel (like in the case of AGROVOC). Having parallel activities instead of subsequent steps increases the amount of interaction and collaboration between the different participants and roles of an ontology engineering project.

2.2 Collaboration Scenarios: Electronic Invoice Management

The term collaboration can be defined as the act of working together while accomplishing a united goal. This definition implies involvement of a number of different agents cooperating in such task. However, collaborative processes can be supported by tools that are not themselves of a collaborative nature, e.g. workflow representation and reasoning tools, but which on the other hand can assist processes of a collaborative nature.

In this regard, collaboration in the context of electronic invoicing can be seen in the activity of defining invoice models. During this activity, creators of invoice models and standards take care of the definition of invoice models for the pharmaceutical sector. This is usually a collaborative process where representatives of the different participating organizations, like the laboratories of Pharmalnnova, physically meet and negotiate the information that must be contained in such models. For the case of the Pharmalnnova pharmaceutical cluster, the subjects of discussion for this argumentation-intensive process are:
Figure 2.5: Proposed workflow for Collaborative Ontology management and use (covering entire life cycle). Participants may access the same ontology through the same tool, or the same ontology from different tools.
• Data types contained in the invoice model. So far: compulsory by law, compulsory for integration, and informative.

• Main concepts of the invoice model: head, body, and summary.

• Specific fields in each concept.

• Relations and constraints between the different fields of the invoice model.

As can be anticipated, this is not an efficient way to agree on a common conceptual model to be shared by the different organizations members of a cluster like PharmaInnova. More powerful tools for supporting the consensus reaching process are required. They would especially be useful in the case of dynamic sectorial clusters like PharmaInnova, where the addition of a new member might trigger a new round of discussions. In this context, collaborative argumentation tools should enable domain experts with no background in ontology engineering to develop themselves such consensual models representing the required information. The key issue here is usability: how to make the use of such tools easy for domain experts. If this is achieved, the models, resulting from the cooperation among partners, will reflect with higher accuracy the requirements of all the members of the target community, in our case the pharmaceutical laboratories.

But such an approach would also have two further advantages: First, it would result in reduced effort of expensive human resources and travel costs because face-to-face meetings can be avoided. Second, such approach would also advance the democratization of the internal processes of a cluster like PharmaInnova because it would ensure that all member laboratories, regardless of their size, have equal rights to participate.

For the future, it is planned to do an experiment that involves the WikiFactory framework and the Cicero argumentation tool that are described in Chapter 3 and 4. In the experiment, it will be assumed that a new member has joined the PharmaInnova cluster and that its invoice model has to be incorporated into the common model. In this scenario, WikiFactory will be used for viewing and comparing the two invoice models with each other while Cicero supports an asynchronous discussion and decision taking process between the participants in the experiment. Further planning and conducting the experiment will be subject to future work in WP2.

### 2.3 Analysis of Existing Tools

In the following, we will analyze the collaboration features in existing tools. The main focus will be on the recently developed Collaborative Protégé, but also other tools will be described.

#### 2.3.1 Collaborative Protégé

In order to extend the Protégé Ontology Engineering environment with collaborative functionalities, several new features have become part of the full Protégé installation. In Collaborative Protégé, users can annotate ontology elements as well as ontology changes. Also voting and user interaction via chat are supported. Collaborative Protégé has been developed as an extension of the multi-user Protégé system, which already allowed multi-user-access and editing [TN07]. It works by having one dedicated server running that coordinates all users connecting to the server in client mode.

Figure 2.6 presents a sketch of the core components of the Collaborative Protégé architecture. The user only interacts with the ontology editor component (which is provided by the underlying Protégé system) and the annotation component which is driven by a RDF(S) annotation ontology providing structure for the annotation types. The change tracking component converts the user GUI interactions into change annotations attached to the changed ontology components.

Currently, two different types of change and voting proposals are implemented in Collaborative Protégé: The Agree / Disagree proposal with the respective Agree / Disagree votes, and a Five Stars proposal with the corresponding Five Star vote. Proposals can be started in any of the Annotations, Changes, All or Discussion Threads tabs. They can also be linked to ontology components or changes by selecting them and then starting the proposal. In Fig. 2.9 you can see an example of such a voting. Currently, a proper workflow for the voting mechanism has not yet been implemented, but is announced for upcoming versions.

**Support for filtering of existing annotations**

The mechanism for filtering annotations becomes especially useful when a multitude of comments or annotations are present for an ontology component and one is only interested in certain types of annotation or annotation by a specific user. In Fig. 2.10 you can see an example of such a filtered list of annotations.
Figure 2.7: Example of an annotated class. The icon next to the class “FourSeasons” indicates an existing annotation. The annotation is displayed in the collaboration panel along with details such as author or creation date.
Figure 2.8: Example of an annotated change. The class “IceCream” has been deleted and the collaboration panel displays the change with an additional explanation by user WP2.

Figure 2.9: Example of an Agree / Disagree vote proposal. For class “Country” it is proposed that the list of individuals should be extended. User WP2 has voted “I agree” and given an explanation for the vote.
Figure 2.10: Example of the filtering mechanism. The class “Pizza” was selected and then the resulting comments and annotations where filtered by author WP2. This results in a list of annotations which can then be selected to see the details.
Support for searching of annotations based on simple or complex criteria

When filtering is not expressive enough, users can use the search tab to ask more expressive queries. For example the time period, type of annotation, author or text can be entered. Fig. 2.11 provides a screenshot of such a query.

Support for discussion threads

Similar to the world wide web forums a discussion in Collaborative Protégé consists of different discussion threads where users can post comments and replies. This can also be used for a more asynchronous discussion. Fig. 2.12 provides an exemplary discussion thread.

Live Chat

Basically like any other chat on the world wide web, the chat feature implemented in Collaborative Protégé enables all users connected to the same server to interact in live discussions. A chat tab (see Fig. 2.13) displays messages along with author and time stamp.

2.3.2 Collaborative Ontology Engineering in the 90s

Before we discuss collaborative features in other current ontology editors, we briefly outline features supported by tools that were used in the 90s. [DSW+00] is a widely cited study that was performed by the University of Amsterdam in 2000 to compare the state of the art in ontology engineering tools back then. We will now give a quick summary of these tools’ collaborative features based on the study. We will only men-
Figure 2.12: Example of a discussion thread. The reply “No, I think some Pizzas are missing.” annotates the question “Do you think all existing Pizzas have been properly represented in this ontology?”. Creator and creation date are stored and displayed on the details tab.

Figure 2.13: Example of a chat. The red exclamation mark indicates new messages.
tion those tools, that had collaborative features, and dismiss tools that only allowed asynchronous editing by exchanging the ontologies themselves via file.

**Ontolingua**

Ontolingua[^5] was designed specifically with collaboration in mind. It is the only tool in the study supporting full synchronous editing of ontologies. Ontolingua runs on a server and can be accessed by multiple users using a standard web-browser. Using Ontolingua, several users can edit the same ontology at the same time with changes made visible to other users after they click on anything. Thereby consistency between the server version and the user version of an ontology is ensured. Also all users in a shared session are aware of changes made by other users and they have access to a shared undo-list. Together with the redo-list, this enables quick reverts to different versions of the ontology, similar to the way versioning of Wiki pages are managed in current Wikis. Using access management, ontologies can be locked for editing while still being available for browsing by other users.

**WebOnto**

The collaborative mode in WebOnto[^6] is based on a feature called broadcast and receive mode. Basically when a user enables the broadcast mode and then enters the edit mode, changes are broadcasted to other users in receiving mode. However concurrent editing is not possible, since the ontology is automatically locked when one user is entering the edit mode. Viewing is still possible for other users.

Another feature for supporting collaboration in WebOnto is the annotation tool, which allows users to draw anything with a “drawing pencil” into the graphical window. These drawings are then displayed in all connected clients in real time.

**Ontosaurus**

In Ontosaurus[^7] it is possible to work synchronously on an ontology, but every time a change is made the ontology is locked. Other users can see which user is editing and when the lock was created. They can then choose to email the editor or override the lock. After changes are made, the ontology must be updated and the user should return to the browse mode. This then removes the edit locks. One drawback is that it is not easily possible for other users to see which change was made, and by whom and when.

### 2.3.3 Further Current Tools

After seeing the collaboration features of first generation ontology engineering tools, we will now explore collaborative features of current tools. While it is safe to say that currently Collaborative Protégé has no real competitor since it can build both on the huge user-base and also the stable underlying Protégé ontology engineering environment, there are some ontology editors also putting more focus on collaborative aspects. An overview (including a table comparing functionalities) can also be found in a report on the Collaborative Knowledge Construction (CKC) challenge[^8], in which several tools competed. In the following we will give a brief description of the ontology engineering tools that can be deemed useful.

**HOZO**

The latest version of the Hozo Ontology Engineering Environment[^8] also supports asynchronous ontology construction[^9]. In Hozo, ontologies usually consist of (multiple) inter-connected modules.

[^7]: [http://www.isi.edu/isd/ontosaurus.html](http://www.isi.edu/isd/ontosaurus.html)
[^8]: [Hozo](http://www.hozo.jp/)

---

^1Copyright lies with the respective authors and their institutions.
When a user checks out a module for editing it locally, it is locked and other users cannot edit it. When it is checked in again, Hozo uses the declared dependencies between the modules to identify conflicts. Based on a list of changes, users can decide to accept or reject changes made by other users. Its main focus is building and integrating ontology modules along with a conflict detection mechanism.

**OntoWiki**

OntoWiki[^ADR06] is a purely web-based application that allows collaborative building of ontologies. It also features different views on the data. The system keeps track of all the changes applied to the knowledge base and users can review this information. When editing classes or properties, OntoWiki redirects to pOWL, a web-based ontology authoring and management tool. OntoWiki's main purpose is knowledge acquisition.

**DBin**

DBin[^TMN06] is a P2P system that allows users to collaboratively create knowledge bases. To facilitate this task, DBin allows the creation of domain- or task-specific user interfaces from a collection of components (such as ontology editors, views, forums or other plugins). Users can edit an ontology directly on the server and also track the changes made by other users. Provenance information is also provided by the system. DBin runs locally and connects to a P2P network from there.

**SWOOP**

SWOOP [KPS+06] allows collaborative ontology development by using an Annotea [KKPS02] plugin. The generated annotations can then be published and distributed using any public Annotea Server.

### 2.3.4 Trends in collaborative ontology editing

Comparing the tools from the 90s with up-to-date ontology engineering tools, one can see that the concurrent editing of an ontology has become more and more important. In Collaborative Protégé, the locking and protection mechanisms can not be observed by the users. So the ontology is not locked because one user edits it, but the system itself ensures consistencies of all clients. Relying on open standards like Annotea ensures compatibility with other tools and should be encouraged. Also live communication and the ability to annotate changes as well as ontology elements can be considered must-have features. So collaboration should be made easy, with the tool tackling the underlying problems like synchronization without having a noticeable effect (like an edit-lock) on the user.

### 2.4 List of Required Features

Based on the collaboration scenarios described in Section 2.1 and 2.2 as well as the analysis of existing tools for collaborative ontology engineering in Section 2.3, the following features should be supported within NeOn:

- **Annotation of ontology elements and changes**: One of the most important features of all collaborative ontology engineering tools is the annotation of ontology elements, be it classes, properties or instances. Furthermore, ontology changes can also be annotated for justifying them. A good integration and visualization of the annotation feature within the tool is important. While the editing and adding of annotations can be performed in a separate annotation tab, an in place mouse-over display

[^ADR06]: http://3ba.se
[^TMN06]: http://dbin.org
right at the annotated ontology element would increase usability. Also an icon indicating the existence of annotations is helpful (depending on the number of annotations, the opacity / color could change).

- **Discussion threads and change/voting proposals**: To guide the collaborative workflow, discussion threads and voting proposals are indispensable. Ideally, these mechanisms would incorporate a formalized argumentation framework, structuring the decision making process.

- **Chat**: As with any form of communication mechanism on the web nowadays, the direct chat enables people to talk about things ad hoc without thinking where to put it. Also, sometimes one wants instant feedback and not start a forum thread or similar. And when talking about multiple ontology elements at once, it is easier to just start discussing in the chat instead of distributing the discussion among multiple ontology elements with individual discussion threads or annotations.

- **Logging and versioning**: Similar to Wikipedia, sometimes it is needed to quickly undo a change. If someone accidentally deletes a concept or with malicious intents, other users should be able to quickly restore it. Also it is good to keep an overview on who changed what so that one can for example see if an expert user has made a change or a novice. Furthermore, the logging can be analyzed for providing user statistics, e.g. the number of actions a user has done. In the FAO use case, it would also be interesting to group the statistics by country or language.

- **Search within ontology elements and annotations / changes**: Ideally, the search functionality of a tool allows not only for searching the ontology elements, but also the annotations and changes users made.

- **Access right control and security**: Depending on the type of the project and the sensitivity of the information, not everybody should have access to the whole ontology. Here, access control and security measures come into play. Access right management should work on both individual user and group level.

- **Customization of user interfaces**: Different users may have different needs and roles and/or they may perform different actions (e.g. work on a specific module or with specific languages). For example, in the FAO case study we may have searches that customize the results based on the user – e.g. not logged in terminology editors can find only published concepts or terms, while registered users may retrieve also temporary or not yet validated terms. Based on this, it would be good to make the tool customizable and be able to save the preferences.

- **Sharing of documents**: While creating terminologies or ontologies it is very essential to make use of existing documents which may be a reference for specific terminologies. One important function may be sharing documents or text corpora in specific languages or covering a specific domain.

## 2.5 Collaboration Support in NeOn

Within NeOn, several techniques have been developed for supporting the above mentioned required features for collaborative ontology engineering. Two concrete techniques, the WikiFactory framework and the Cicero argumentation tool, will be described in this deliverable while others (e.g. techniques for versioning of ontologies and propagation of metadata) are described in the deliverables of other NeOn workpackages. The WikiFactory framework will be described in Chapter [3](#). It allows for deploying an existing ontology into semantic wikis (e.g. the Semantic MediaWiki). The wiki can then be used for collaboratively viewing and editing the ontology. Typically, wikis have integrated logging and versioning mechanisms as well as other collaboration features like discussion pages and access right control (usually on the level of the whole ontology and not on individual elements). WikiFactory thus addresses several of the required collaboration features.

Furthermore, in Chapter [4](#) we will describe the Cicero argumentation tool. It facilitates an asynchronous discussion and decision taking process between participants of ontology engineering projects and supports
its users in applying the idea of issue based information systems. Cicero addresses the need for holding
discussion in collaborative ontology engineering as well as change and voting proposals. Furthermore,
the planned integration with the NeOn toolkit will allow for the annotation of ontology elements with the
corresponding discussion as well as searching the content of discussions from within the NeOn toolkit.
As mentioned above, further techniques for supporting collaborative ontology engineering have been de-
veloped in other NeOn workpackages. For example, in WP1 concrete proposals of status annotations for
ontology elements are made. Annotations might be related to the scope or the definition of an ontology
element. Furthermore, a framework for managing changes and versions of ontologies is proposed. More
details are available in [PWHd07].
Other required features will be supported by techniques from WP4. For example, there is ongoing work on
how to manage access rights in ontologies (see [KGLCA07]) or how to provide customized views and user
interfaces.
Chapter 3

Collaborative Editing

A web ontology describes a domain of interest, and is used by software applications in order to accomplish specific tasks on that domain. In order to be effective, a web ontology should encapsulate as much knowledge as needed for addressing such tasks. In business and organizational contexts, collaboration between ontology engineers and domain experts is essential in order to effectively build ontologies.

Over the semantic web, domain experts are web users, who need simple supporting tools to create and maintain their knowledge. Domain experts might not be familiar with formal languages, while they are usually confident with web browsing. Therefore, a web-based interaction between domain experts and ontologies is an obvious choice.

Hypertextual browsing and web-based editing of ontologies is not a new thing: hypertextual visualization of ontologies has been available since Ontolingua in 1992 [ARJ96], and web-based editing since Ontosaurus in 1995 [BRKT96]. Hypertexts and web forms are good visualization solutions, but past and current tools typically pre-configure one or more visualization choices. They neither attempt to align the structure of ontologies to related web content, nor allow the customization of the interface to the expertise level of the users. The WikiFactory tool is a first step towards semantically synchronous, customizable web ontology development and collaborative knowledge management. Simply put, WikiFactory is able to couple each element of an ontology (e.g., class, property, individual) to a wiki page (or to another web element), which contains the description of the semantics for that element. The coupling keeps web elements and ontology elements synchronized. Once the coupling is made, a domain expert is able to add elements, or to detect errors or gaps, i.e., he/she is able to validate the ontology or the associated content, by simply browsing and editing those pages.

A good story that supports the motivation for such a tool is exemplified here with reference to the UN-FAO case study described in Section 2.1. A group of FAO domain experts, in charge of maintaining the AGROVOC [agr] ontology, has been asked to validate the OWL version of AGROVOC [SLL+05]. They have explicitly required not to use ontology editors and tools such as Protégé [Sta] or Swoop [MIN], as they find those tools non-intuitive. Furthermore, they prefer browsing the ontology by simply ‘clicking’ on its links, using a common web browser.

Their requests have been partly satisfied by automatically generating HTML documentation from Protégé, exploiting the OWLDoc functionality. OWLDoc can be compared to the Javadoc documentation [Sun] for Java classes. In an OWLDoc, each HTML page represents either a class, a property, or an individual of the ontology, and contains links to other ontology elements. Users can browse the ontology by following those links.

FAO domain experts have found the OWLDoc very friendly, and they have been able to efficiently discover errors and gaps. However, the OWLDoc does not provide them with editing functionalities, as it just generates static pages. Therefore, feedback coming from the domain experts evaluation has to be reported to ontology engineers, who in turn have to apply those changes to the ontology, and to produce an updated OWLDoc. This collaboration may be recursively necessary once further changes to the OWLDoc have to be applied.

Although the use of such technologies has been effective, the resulting workflow is awkward for several
reasons, including the fact that domain experts are geographically distributed, and the bad practice of putting tasks that can be performed by experts on the shoulders of ontology engineers.

On the contrary, if domain experts would use pages of a Wiki site, they could modify their contents directly from a web browser, and immediately see the changes.

Wikis are script-based applications that enable the friendly and quick online creation and editing of web pages. An example of a wiki is the MediaWiki\textsuperscript{[med]}\textsuperscript{1}. Some wikis also provide semantic features; these wikis are known as semantic wikis (e.g., Semantic Media Wiki \textsuperscript{[Wik]}, IkeWiki \textsuperscript{[Sch06]} or SweetWiki \textsuperscript{[BG06]}).

A page in a semantic wiki encapsulates informal as well as formal definitions about the ontology element it represents. Formal content is encoded within the pages by including annotations, which are expressed in terms of additional syntactic constructs (very similar to syntactic constructs used for traditional formatting purposes). Existing semantic wikis typically allow users to (i) associate a page with either a class, a property, or an individual, (ii) type links between individuals by means of semantic relations that express facts, and (iii) express \texttt{subclassof} relations. Furthermore, semantic wikis typically allow users to export and save the underlying ontology in a standard format e.g., RDF\textsuperscript{[W3C]} or OWL\textsuperscript{[MvH04]}. Exporting the ontology is useful to perform some automatic processing and to reason on it. However, in order to fully exploit such semantic features, users must be familiar with formal languages.

Potentially, semantic wikis can be seen as powerful ‘lightweight’ collaborative tools for ontology creation and evolution, as they are capable of combining a friendly collaborative authoring environment with the strengths of semantic web technologies. To this aim, they should support a large number of semantic features and present them by means of an appropriate user-oriented interface.

Based on the above discussion, we have designed and developed a software framework called WikiFactory, a semantic web application whose innovative features can be summarized as follows:

\textbf{Automatic deployment.} Given an OWL ontology, WikiFactory is capable of creating automatically a corresponding semantic wiki.

\textbf{Synchronization.} Any change applied to the wiki content is reflected upon the OWL ontology and vice versa.

\textbf{Help for users.} WikiFactory helps users with a semantic assistant that exploits the capabilities of an OWL reasoner.

Therefore, WikiFactory enables the same facilities as OWLDoc (in this case through a Semantic Wiki), but it does not require a complex workflow such as the one described before, as it performs run-time synchronization between an ontology and its wiki representation.

In the following, we describe the current beta version of WikiFactory, exemplifying its features within a test case. In the test, we have used the FOSGeo ontology, which encodes a geographic ontology for the fishery domain. The rest of the chapter is structured as follows. In the next section we discuss the main WikiFactory functionalities and architecture. Section 3.2 describes the test case. Section 3.3 compares and contrasts our solution to related work. Section 3.4 summarizes current and future work.

### 3.1 The WikiFactory Framework

WikiFactory, downloadable at the Sourceforge web site \textsuperscript{[Sou]}, is an open source framework that enables the automatic creation of semantic wiki-based web sites and their dynamical management at run time. Figure 3.1 depicts the WikiFactory framework, which consists of distributed architectural components. The main features of our framework are summarized as follows.

\textbf{WikiFactory is ontology-driven}: a web ontology represents the domain that the web site supports.\textsuperscript{2} It is

\textsuperscript{1}See section 3.3 for additional references.

\textsuperscript{2}Following common usage in semantic application descriptions, by \textit{ontology} we mean here both OWL TBox and its related ABox, i.e., its knowledge base.
used to automatically deploy the wiki and then to manage the life-cycle of the wiki at run time, thus allowing the complete automatic detection of domain knowledge evolution.

**WikiFactory enables the synchronization between the wiki and the ontology**: on the server-side, as illustrated in Figure 3.1 our framework includes an ontology manager for OWL ontologies. The domain supported by the wiki site is represented by an OWL ontology, given as input to WikiFactory. The ontology manager of our framework is then responsible for (i) detecting ("reasoner" in Figure 3.1) and managing ("ontology event handler" in Figure 3.1) changes that occur in the ontology and that must be reflected on the wiki site and (ii) writing ("ontology writer" in Figure 3.1) the changes of the wiki site content that must be reflected on the ontology.

**WikiFactory is based on IRE and DnS theories**: The way WikiFactory implements the deployment and the synchronization between the OWL ontology and the wiki content is based on two models, namely IRE [GP07] and DnS [GM03]. The OWL versions of IRE and DnS are available on the web. DnS and IRE are used to model WikiFactory operational semantics: for each ontology element, WikiFactory generates OWL code so that (i) each ontology element is reified according to DnS, and (ii) the representation of web structure elements (e.g., a wiki page) that contain information about an ontology element are typed according to IRE. Ontology element reification and its associated web structure element are mutually associated by means of a semantic relation that is defined in IRE [GP07], i.e., ProxyFor. The ontology writer is the WikiFactory server-side component that carries out that task.

**WikiFactory enables the use of Web Services and Semantic Web technologies**: WikiFactory consists of server-side and client-side components. Such components communicate by means of Web Service technologies, i.e. they use the SOAP protocol [GHM+06] and expose WSDL [CCMW01] interfaces to improve interoperability with other semantic web applications.

**WikiFactory enables wiki platform independence**: the input OWL ontology is deployed to wiki pages through an intermediate format named WIF [VO06]. For WikiFactory purposes we have extended the WIF format in order to support semantic features. To this aim we referred to RDFa [AB06] expressivity. The syntactic elements, which map semantic information (e.g., the type of a link) are organized by means of patterns for document structures and embedded in specific attributes of in-line elements and heading metadata. Any WikiPage is associated to a WikiTemplate indicating (i) the internal structures of that page, (ii) how they are nested and connected, and (iii) where are the placeholders that will be substituted by instance values. By applying templates, WikiFactory generates new documents (according to the WIF extended syntax) through a server-side component named WikiFactory Commons Library. Such documents contain data for each instance of the domain; these documents are finally delivered to a specific wiki clone. Extended WIF expresses whatever can be written in a semantic wiki dialect. Developers can bind WikiFactory to their platforms by implementing a bidirectional converter from WIF to any specific wiki syntax (see next bullet).

---

---

3http://www.loa-cnr.it/ontologies/
WikiFactory provides the automatic ontology-driven deployment and runtime evolution of web sites: WikiFactory client-side components are wiki clone-dependent, attached to the wiki and managed by WikiFactory. They are responsible for (i) detecting and managing changes that wiki end-users perform upon the content of the wiki pages (wiki event handler in Figure 3.1) and (ii) abstracting the underlying wiki clone interactions. To achieve the latter purpose, we have designed a middleware layer constructed out of wiki-dependent plugins. The plugins hide the implementation details of the specific wiki clone being used, and expose an interface (the WikiFactory Bridge in Figure 3.1), used by WikiFactory server-side components. In the current version, WikiFactory includes a plug-in for Semantic MediaWiki [Wiki].

WikiFactory allows user-oriented support to express semantics over a semantic web: WikiFactory guides users to express semantics as safely as possible: it enables users to express OWL constructs (it supports a subset of OWL DL), and contextually disallows those constructs that can result as mistakes. For example, for each page WikiFactory lists all properties that are applicable to the ontology element that wiki page is about, according to definitions expressed in the OWL ontology for that ontology element. In addition to end-user-oriented support, WikiFactory is designed to support ontology designers; to this aim, a set of functionalities has been already designed and implemented to be part of an editor embedded within the wiki (as shown in Figure 3.1).

3.2 How WikiFactory Works: a running example

In order to show how WikiFactory works in a realistic scenario, in this section we describe a test we have carried out in order to verify two WikiFactory functionalities, among those earlier described; namely the automatic ontology-driven deployment of semantic wikis and the synchronization between the wiki content and the ontology.

The test ontology is a simplified version of the **FAO Fishery Ontology Service Geo (FOSGeo)** ontology, which consists of 50 classes, 29 individuals and 29 object properties. The test consists of two main steps. The first step regarded the ontology deployment over a semantic wiki. Note that, in general, this deployment produces an ontology representation that is similar to OWLDoc. However, in such ontology representation hyperlinks in pages represent semantic relations between resources and when the wiki content is changed by the wiki users, the semantic content also changes dynamically.

The initial deployment is performed by the WikiFactory Deployer component, a Java application that requires as input the path of the domain ontology to deploy, the ontology default namespace, the target wiki platform and the URL of the target wiki site. Figure 3.2 shows the WikiFactory Deployer interface.

In our test, as illustrated in Figure 3.2, the WikiFactory Deployer is configured with the path of the FOSGeo ontology and the default namespace "http://www.fao.org/aos/FOSGeo.owl#". The chosen wiki
Once the deployment process is started, a parsing of the ontology is performed. In this parsing phase, for each concept found (i.e., classes, individuals, properties) the WikiFactory Deployer creates a representation of its wiki page by using an extended version of the Wiki Interchange Format (WIF)\cite{VO06} (extended WIF is able to capture the document semantics and helps to abstract from a particular wiki syntax). After the parsing phase, the Deployer converts each WIF concept description to the wiki target syntax by applying an XSLT transformation. This allows us to obtain the raw syntax for the final wiki page. Then, through a plugin component installed in the wiki host, the Deployer physically writes the new pages in the wiki.

The output of the deployment process is a semantic wiki instantiated over the input ontology. Figure 3.3 shows the Semantic MediaWiki page obtained from the test ontology; the page lists all the class pages available, given the initial ontology. For space reason we do not show the pages that list relations and individuals.

Each wiki page contains hyperlinks with different meanings. In particular, class and individual pages have links to classes (with the value of superclasses or rdf:types, respectively), and to applicable object properties. Moreover, a special box that represents active restrictions is added to each page of a class or an individual (in this latter case restrictions refer to those defined on the type of the individual). In addition, as WikiFactory recognizes class disjointness, it builds a list of properties applicable to classes, i.e. this list does not contain properties whose domain is disjoint from the current class.

The second step of the test verifies the synchronization functionality offered by our framework. We edit a new page and WikiFactory synchronizes the new wiki content with the underlying ontology model. Afterwards, a domain expert adds a page of an individual of type Province i.e., Napoli and WikiFactory automatically inserts (i) a link in the page for each class type (subclasses included), (ii) a box for the active restrictions and, finally (iii) the list of the applicable properties. Figure 3.4 shows the results of these operations.

On the ontology side, the corresponding OWL code is generated.

A further functionality offered by WikiFactory is the definition of a new restriction for a class. The restriction is added by using the special wiki page Restriction Editor, shown in Figure 3.5. Each property displayed in the list of the applicable properties for the class page has a link that allows us to add a new restriction over the property. When we click on this link we are redirected to the Restriction Editor page, where we can choose the type of restriction we wish to define over the property, and the corresponding restricted value type. Once we submit our choice, the new restriction is created in the ontology and correctly displayed in the restriction box of the restricted class’ wiki page.
Figure 3.4: New Individual page details

Figure 3.5: Restriction Editor page
As briefly stated above, WikiFactory implements the IRE [GP07] and DnS [GM03] models to control the generation and the coupling of the OWL code for both the domain ontology and the wiki structure ontology. The generated OWL code depends on the type of the ontology element, and describes the web element (e.g. a wiki page) representing that specific ontology element.

WikiFactory generates and maintains two OWL ontologies, namely the domain ontology and the structure ontology. The structure ontology is filled e.g. with individuals of type $\text{wf:WikiPage}$, a class which represents wiki pages. For example, consider the individual $\text{Chile}$ in the domain ontology. As shown in Figure 3.6, WikiFactory generates an OWL individual named $\text{ChileWP}$ which is of type $\text{wf:WikiPage}$. Furthermore, WikiFactory adds an assertion to the ontology, which states that the information contained in the wiki page $\text{ChileWP}$ is about the individual $\text{Chile}$ of the domain ontology i.e., $\text{ChileWP}$ $\text{ire:proxyFor}$ $\text{Chile}$. The relation $\text{ire:proxyFor}$ is defined in the IRE ontology [GP07], and its rationale is motivated by the need to distinguish between references to the information structure and references to the domain, in order to enable correct identification of resources on the web.

Consider the class $\text{Figis-Country}$ from the test domain ontology. In order to represent the domain concept expressed by such class and the structure element associated with it, it would be needed to relate the class i.e., $\text{Figis-Country}$, to an individual i.e., $\text{Figis-CountryWP}$. This statement would be in OWL Full. The same applies when object properties e.g., $\text{memberOf}$, are related to wiki page individuals e.g., $\text{memberOfWP}$. Figures 3.7 and 3.8 show how WikiFactory deals with this issue. The ontology writer reifies classes to individuals of the class $\text{edns:Concept}$, and object properties to individuals of class $\text{edns:Description}$. these classes are defined in the DnS [GM03] ontology. In the test case, the class $\text{Figis-Country}$ is reified as the $\text{Figis-CountryConcept}$ individual, while the object property $\text{memberOf}$ is reified as the $\text{memberOfDescription}$ individual. $\text{Figis-CountryWP}$ and $\text{memberOfWP}$ are respectively related to them by means of the $\text{ire:proxyFor}$ object property. In order to identify which concept is related to which class, an $\text{owl:hasValue}$ restriction is used. For descriptions, WikiFactory maintains an annotation property, namely $\text{wf:expressedByAnnotation}$, which allows the tool to identify the reified object property.

### 3.3 Related Work

WikiFactory can be compared to other work by focusing on its functionalities:

- automatic model-driven deployment of semantic wiki sites (wiki-platform independence);
- synchronization between wiki content and ontology;
- user-oriented functionalities for exploiting semantic features;
- support for collaborative maintenance of web ontologies.

WikiFactory contribution is then characterized with reference to model-driven solutions for semantic web portal management, to collaborative aspects of ontology design, and to semantic wikis.
WebML\cite{CFB00} is the most relevant example of model-driven web portal development. WebML has a notation for specifying complex web sites at the conceptual level. The WebML approach allows users to generate and deploy large web sites with a development process that undergoes several cycles, each of them producing a prototype or a partial version of the application, which allows conducting testing and evaluation since the early development phases. WebML users are mainly web designers, who can apply a software development process for the creation of a complex web portal. However, WebML is not intended neither for collaborative evolution nor for synchronization with a semantic knowledge base, as WikiFactory does.

There is valuable research effort on how to deal with collaborative ontology creation and growth. For an extended discussion of the state-of-art, which spans from social to technological aspects of this issue, the reader can refer to \cite{CGL06}. For example, some approaches address social aspects to be considered when building tools \cite{ACK01,MS05,ACK01}. Clearly states the problems coming from the social-technical divide. \cite{KO96} is a brief survey of the main studies on principles that seem to underline successful cooperative communities. As far as ontology design is concerned, the DILIGENT methodology provides several requirements for supporting collaborative workflows \cite{VEA06,TEM06}, and deals with argumentation \cite{STV06}. In \cite{NCL06}, further requirements for collaborative ontology development are identified. Available tools include e.g. Ontology Builder and Ontology Server (OBOS) \cite{DWM01}, and Co-OPR \cite{SEA06}, which presents the integration of two existing tools (i.e., Compendium, and I-X). \cite{LU03} is a source of interesting points on requirements and tool support, while \cite{SSN93} and \cite{CHA01} analyze aspects of human-computer interaction (HCI). These contributions mainly address ontology engineers’ requirements. Our approach targets the collaboration between teams of domain experts and ontology engineers, and the synchronization between domain and structure ontologies, which enables the customization of the web elements (wiki pages or other), based on the components of the collaborative lifecycle.

Wiki applications (the so-called WikiClones, to stress that they are derived from the original WikiWikiWeb application \cite{Web}) share the same basic philosophy as open editing and simple text-based syntax, but are different on the side of additional services and application modules they offer. These features cover the most varied areas: PurpleWiki \cite{KEE} provides a full control on content fragments, JotSpot \cite{INC} integrates collaborative tools, SnipSnap \cite{JMLSSJ} allows users to in-line organigrams and UML diagrams. Particularly interesting in the context of our work are those projects that aim at integrating wikis with Semantic Web technologies, known as “SemanticWikiWikiWebs” \cite{Sem}. Probably, the most popular semantic wiki is Semantic MediaWiki \cite{Wik} (a MediaWiki \cite{med} extension), which provides users with semantic features such as defining categories, relations and articles, which correspond to classes, properties, and individuals respectively. Furthermore, it provides functionalities for importing and exporting OWL ontologies. Although Semantic MediaWiki allows users to define queries by supporting a
subset of SPARQL [PS05], it does not provide any reasoning yet. OntoWiki [HBS05] is a semantic wiki with facilities for the visual presentation of a knowledge base, which is represented as an information map with different views on instance data. In addition, it enhances the browsing and retrieval of data of the knowledge base by offering semantic search strategies.

WikiFactory differs from the above mentioned semantic wikis. First, it is not a semantic wiki; rather it is wiki-platform independent. WikiFactory is designed with a plug-in based architecture, i.e., it is possible to plug-in modules for specific wiki platforms. In addition, WikiFactory is a server application, which automatically enables the ontology-driven generation of a semantic wiki, and enriches the resulting semantic wiki with additional semantic features. Moreover, it maintains the synchronization between the underlying ontology and the wiki content.

3.4 Concluding Remarks

This paper has discussed the main functionalities of a software framework we have designed and implemented, called WikiFactory. We have exemplified two of its main features: the automatic ontology-driven deployment of a semantic wiki, and the run-time ontology-to-wiki synchronization. Through WikiFactory, domain experts from FAO case study described in Section 2.1 can browse their ontologies, and update it in a collaborative way. Ontology engineers collaborate with domain experts and all updates are immediately reflected on the ontology.

Ongoing work includes the experimental setting and execution of a user study to evaluate the actual improvement, with respect to existing technologies, on user satisfaction and economic impact, of collaborative creation, validation, and evolution of ontologies with WikiFactory. The user study is planned with the following characteristics:

- A team of AGROVOC [agr] experts from FAO will be split into two groups, say A and B.
- The OWL version of the AGROVOC [SLL+05] ontology will be deployed on a semantic wiki by using WikiFactory.
- Team A will validate the OWL version of AGROVOC by using WikiFactory. They will directly implement their changes from the wiki pages and will be provided with support by ontology engineers using the same wiki as a means for collaboration, and possibly using other editors and tools with the domain ontology synchronized by WikiFactory.
- Team B will validate the OWL version of AGROVOC by using the workflow described in Section 2.1.1.
- A time interval \( t \) will be defined, after which the two teams will be swapped. After an additional \( t \), the experiment will stop.

The user study will allow us to have a quality evaluation from users, based on the comparison between the two methods. Ontology engineers will validate the resulting modified ontologies, in order to evaluate the correctness of the changes. In addition, further future work includes:

- Realization of an environment for argumentation support with WikiFactory;
- The implementation of a repository of ontology design patterns, publicly maintained with WikiFactory;
- An extended support to more complex OWL constructs (e.g., complex OWL restriction types).
Chapter 4

Argumentation

Creating and designing an ontology is a complex task that requires the collaboration of domain and ontology engineering experts (cf. Section 2.1). For coming to a consensual model of a domain that is expressed by an ontology, the participants in the engineering process must discuss their different viewpoints in an efficient manner. Thus, discussions are an important part of collaborative ontology engineering.

In Section 4.1, we will present the idea of issue based information systems (IBIS) and how they provide benefits in discussion and decision taking processes. After that in Section 4.2 and 4.3, we will present the Compendium tool and the Cicero tool which both implement the idea of IBIS. As we will show in Section 4.4, they are best suited for complementary scenarios: Compendium has its strengths in documenting group meetings, Cicero is better suited for asynchronous collaboration.

4.1 Issue Based Information Systems (IBIS)

The original idea of Issue Based Information Systems was proposed by Horst Rittel and colleagues at the beginning of the 1970s (see [KR70] and [RW73]). The main purpose of IBIS is to support the decision making process for wicked problems. Wicked problems have the following properties:

- During problem formulation it is difficult to identify the requirements for a good solution and the relevant influencing factors. Only by developing possible solutions one gets a sufficient understanding of the problem for identifying the requirements and influence factors.
- There are no wrong or correct solutions but only better or worse solutions.
- It is not possible to try several solution proposals out and then select the best one (e.g. because of the costs of realizing a single solution).
- The problem is unique to the extent that previously developed solutions can not be adapted to the new problem.

During collaborative decision making processes, IBIS helps to structure the issue or problem and to simultaneously derive possible solutions with the help of discussions between the different stakeholders. A discussion in IBIS is centered around a topic for which a number of issues exist. While discussing an issue, the participants exchange their different perspectives on the problem and propose possible solutions.

In IBIS, a discussion starts with a first definition of the issue or problem and subsequently different solutions may be proposed by the participants. The solutions are then supported or objected by arguments. Furthermore, one may relate issues with each other. For example, one issue may generalize another issue or it may be a relevant analogy (i.e. arguments and solution proposals apply in an analogous way). By making such relations between issues explicit, the participants get a better understanding of the problem and the discussion is easier to follow.
4.1.1 Extensions of IBIS

Originally, IBIS was designed for supporting the coordination and planning of political decision processes but the above listed properties of wicked problems also apply in other domains with project-oriented work. Thus, several extensions of the original IBIS approach were proposed, i.e. for adapting it to other domains or for extending its functionality.

In [PB88], Potts and Bruns adapt the IBIS approach to workflows in which a discussion usually leads to the creation or change of a concrete artifact. For example, in ontology engineering such an artifact might be an ontology element or a requirements document. In the Potts and Bruns model, the discussion serves as a connection between the old and the new version of a changed artifact (see Fig. 4.1). This helps to document the rationale of making certain changes to the artifact so that the changes are better understandable at a later point in time.

In [Lee90] and [Lee91], the quite simple Potts and Bruns model is extended by further elements to the Decision Representation Language (DLR). One important goal of the DLR was to keep the balance between human usability, machine usability and expressiveness. All three goals are addressed in DLR by introducing new elements that help to better express the structure of arguments. For example, DLR distinguishes supporting and denying justifications but it also introduces additional elements like question or viewpoint.

A further extension of IBIS is the Procedural Hierarchy of Issues (PHI) [McC79, McC91]. PHI supports the definition of a hierarchy of issues. In such a hierarchy, the solution of an issue depends on the solutions of its subissues. Also the arguments can be organized hierarchically. The hierarchical organization helps in dealing with a larger amount of issues and arguments in a single project. For example, in IBIS the users can typically handle 30-50 issues in a single project while in PHI usually 200-400 issues can be handled (cf. [DMMP06]).

In [MYBM91], MacLean and colleagues propose the Questions, Options and Criteria (QOC) approach that introduces criteria and assessments. The criteria are used for coming to a decision about which solution should be implemented for a certain issue. For example, such a criterion might be a desirable property of an ideal solution or a concrete requirement. Subsequently, all solutions of an issue are assessed in how far they fulfill the previously defined criteria. Criteria and assessments are in principle specializations of arguments in IBIS. However an important distinction between IBIS and QOC is that QOC requires the usage of the specialized arguments every time a decision is made. Thus, it helps the users to better structure the decision process to come to a decision more easily.

The DILIGENT methodology (see [PST04]) for collaboratively developing ontologies also proposes an argumentation framework that contains ideas from IBIS and the Rhetorical Structure Theory RST (see [MT87]).
Figure 4.2: Adapted version of the DILIGENT argumentation model as it is used in Cicero.

From RST, the DILIGENT argumentation framework mainly takes a number of argument types. RST was originally used for annotating texts and for analyzing their argumentation structure. For this purpose, RST introduces different argument types like justification, example or an elaboration of previously said things.

In the context of a small case study, Pinto and colleagues showed in [PST04] first evidence that the argument types are to a varying extent useful for bringing a discussion to a successful conclusion. By asking the users of the argumentation framework to concentrate their discussion on the most effective argument types they were able to show that the participants of the case study needed less time for coming to a solution. For the Cicero argumentation tool (see Section 4.3), the DILIGENT argumentation framework was further simplified in order to make it more easily understandable and usable. The simplified argumentation model is shown in Fig. 4.2.

4.1.2 Benefits

Using IBIS or one of its extensions has benefits during as well as after the decision making process:

- **During the Decision Process**: According to the understanding of Rittel and his colleagues, the main benefit of IBIS is a better support of the decision making process (see [KR70]). For example, IBIS helps in structuring the current problem and thus in getting a better understanding of it. The better understanding may then lead to a better coverage of the different aspects of the problem and to additional solution proposals. Furthermore, IBIS and its extensions help in balancing the reasons for or against a certain solution proposal.

- **After the Decision Process**: A further benefit of IBIS and its extensions is the improved documentation of the decision making process. In conventional approaches often only the final decision is documented. All other alternative solutions proposals and the reasons for the decision are lost. But the knowledge about the other solutions and the reasons may be useful at a later point in time, e.g. if the requirements change and a new solution has to be devised (for an example from the software lifecycle see [EB06]).
Generally, one can distinguish more- and less-intrusive approaches for supporting decision making processes. The more-intrusive approaches like IBIS prescribe a certain structure for capturing a discussion which has to be followed by the user. Often, the more-intrusive approaches lead to a change in the way the users discuss with each other.

The goal of less-intrusive approaches is to restrict users in their discussions as little as possible. Instead of being prescriptive they are more descriptive. Thus, less-intrusive approaches are mainly suitable for documenting a discussion and their main benefit is after the decision process. In contrast the more-intrusive approaches they do not only document the discussion but they also try to increase the efficiency of the decision making process by changing the style of how the users discuss with each other (cf. [DMMP06]).

However depending on the current phase in the decision making process one can further differentiate. For example, in [HA06] they point out that during the initial collection of solution proposals a less focused or intrusive approach may be beneficial because otherwise there is an increased probability of overlooking possible solutions and concentrating on unimportant aspects of the problem. However when coming to a decision about which solution should be implemented, a more-intrusive approach is actually beneficial as it helps in structuring and evaluating the different arguments for and against the solutions.

Since the initial proposal of IBIS in [KR70], several tools have been implemented for supporting users in applying IBIS or one of its extensions in their decision making processes. An overview of tools that were developed in the 1990s is available in [DMMP06]. In the following, we will only highlight two tools: First, in Section 4.2 we will describe Compendium. Compendium can be seen as the successor of the tools that have been developed in the 1990s as it incorporates many lessons learned from these tools. Second, in Section 4.3 we will present Cicero. Cicero is a web-based tool developed in the context of NeOn that supports the user in applying the DILIGENT argumentation framework.

### 4.2 Compendium

Compendium is a Java based tool that helps in applying the IBIS or the QOC approach on decision making processes. It incorporates several of the lessons learned from other IBIS and QOC tools that have been developed in the 1990s. It is continuously under further development by the Compendium Institute that offers it as an open source software [1]. The Compenidum Institute also offers training material for download and it regularly organizes workshops.

Compendium may be used by a single person but it can also be used for collaborating in a team. It helps in collecting issues, solution proposals and arguments that are then represented as a graph in which the users can easily add relations between the different elements and quickly get an overview of the discussion. Furthermore, Compendium allows for linking to external documents like web sites or word documents, e.g., for referencing relevant text passages that support an argument (see Fig. 4.3). The way of using Compendium depends on whether it is used for personal organization or for documenting and reflecting discussions in a group (see below).

#### 4.2.1 Personal Organization with Compendium

Compendium can be used by a single user for organizing his tasks and documents. For example, it is possible to drag any document from the computer and drop it in Compendium. The user can then establish links to other documents and annotate it with ideas, arguments or decisions. Furthermore, the documents can be annotated with keywords or tags for flexibly organizing and structuring all objects that are relevant for a certain topic. For the previous applications of Compendium, the IBIS approach isn’t so much in the foreground. Instead, Compendium is used more like a hypertext system that offers additional functionality that may alternatively be found in e.g., Mind Mapping tools.

---

1 Compendium can be downloaded free of charge from the web site http://www.compendiuminstitute.org/.
4.2.2 Documenting Group Discussions in Compendium

Compendium can also be used in a team for collaboratively developing solutions. Several scenarios exist for using Compendium in a team:

- **Synchronous Documentation of Group Meetings**: In this scenario, all participants of a discussion are together in one room or they may be connected via a video conference. A single, dedicated person, the *dialogue mapper*, is responsible for summarizing the discussed issues, solutions and arguments with the help of Compendium. For this purpose, he uses the structure that is proposed by IBIS. If a decision has to be made or if the meeting should be summarized, all participants recapitulate the most important points by looking at the documented discussion in Compendium (cf. [SSS+06]). This way, no idea for solving the issue is lost and decisions are made in a more objective manner.

- **Ex Post Documentation of Group Meetings**: The actual group meeting is recorded, e.g. its audio and/or video. After the meeting is finished, the most important issues, solutions and arguments are structured and summarized in Compendium. Each element in Compendium references to the relevant position in the recordings of the meeting so that one can quickly jump to it for recapitulating the details. In this scenario, Compendium has more the role of an index of the complete record of the meeting but it also provides a summary of the discussion.

- **Compendium as Asynchronous Groupware**: In this scenario, all participants run an instance of Compendium and the communication mainly takes place in Compendium. For this purpose, all instances of Compendium have read and write access on the same central database to which all changes are written, i.e. all instances work on the same copy of the discussion. It can be seen as a disadvantage of this scenario that each user can not only change and delete his own contributions but...
but also those of everyone else (e.g. if he thinks that a contribution is irrelevant or wrong). This might be problematic as it isn’t possible to prevent the misuse of this feature within Compendium.

- **Compendium as Synchronous Groupware**: In this scenario, the communication between the participants of a discussion is also mediated by Compendium. If Compendium is used as a synchronous groupware, every participant works on his own copy of the discussion. They get notified by Compendium if another participant makes changes to his copy of the discussion. Upon receipt of such a change notification, each user has to explicitly agree that the change should also be applied in his copy of the discussion. Disadvantages of this scenario are: (1) all participants must be online at the same time for getting the change notifications and thus only synchronous collaboration is possible and (2) it is not ensured that every participant sees the same issues, solutions and arguments in his copy of the discussion. For example, the view on the discussion might differ if one participant didn’t apply a change in his local copy.

### 4.2.3 Conclusion

Compendium is a mature tool that is based on many years of experience with capturing and documenting design and decision making processes. Furthermore, an active user community has formed around Compendium and it has been successfully used in different companies and organizations.

All in all, Compendium allows for flexibly modeling a discussion. There is only very little guidance of the user by the tool on how to use it for applying the IBIS approach to capturing and documenting discussions. In order to use the tool in the intended manner one has to spend a larger effort for learning the usage of the tool (e.g. by working through the tutorials on the Compendium web site or by attending one of the Compendium workshops). Without the initially acquired knowledge about the IBIS or the QOC approach, one can compare the functionality of Compendium with hypertext systems or tools for creating Mind Maps.

### 4.3 Cicero

Cicero is a web-based tool that supports asynchronous discussions for collaborative decision making and design processes. The Cicero argumentation framework is further development of the DILIGENT argumentation framework described in Section [4.1.1]. The Cicero argumentation framework is shown in Fig. 4.2. The goal of the further development was to simplify it without losing its expressiveness. This way, the required learning effort for the users should be reduced. Besides the argumentation framework, Cicero also contains a functionality for actually deciding which of the solution proposals should be implemented.

To further reduce the required learning effort of new users, Cicero is developed as an extension of the MediaWiki and Semantic MediaWiki that are already known to many users through Wikipedia. Thus, its look and feel as well as its use style should already be known to a larger group of users. Cicero is being developed as Open Source software by the ISWeb working group of the University Koblenz-Landau in the context of NeOn.

In an installation of Cicero, several projects may be hosted in which issues can be discussed by the members of the project. For each issue and its related discussion, an overview page is created in Cicero that summarizes the issue and all currently proposed solutions (see Fig. 4.4). The content of the overview page is automatically generated and can not be edited by the users. For each overview page there also exists a discussion page to which new solution proposals or arguments can be posted (see Fig. 4.5).

---

2 At http://www.compendiuminstitute.org/library/casestudies.htm several case studies with Compendium are available.
3 http://ontoworld.org/wiki/Semantic_MediaWiki
4 Further information about downloading and installing Cicero are available on the web site of the ISWeb working group at http://isweb.uni-koblenz.de/Research/Cicero/. Furthermore, a demo server is available at http://cicero.uni-koblenz.de/. The demo server can be used for exploring the functionality of Cicero as well as for hosting actual projects.
Figure 4.4: Overview page of an issue in Cicero.
Figure 4.5: Discussion page in Cicero to which new solution proposals and arguments can be posted.
4.3.1 Asynchronous Group Discussions

In contrast with Compendium, Cicero is mainly designed for collaborative scenarios in which the participants of a discussion are separated in time and space. In these scenarios, regular meetings of all participants, possibly also in the same room, are in most cases no longer feasible. Instead, an asynchronous and computer-mediated communication, as it is provided by Cicero, is better suited.

Furthermore, Cicero allows for defining fine-grained access to the projects and discussions that are hosted on a single installation. For example, it is possible to give a certain group of users only read access to discussions while other groups may actively participate in the discussions or in the decision making process. The fine-grained access control allows for supporting different policies of user participation in a project. For example, in the case of developing an ontology, during which change requests and their possible solutions are discussed in Cicero, one may (1) give the users of the ontology only read access so that they are informed of ongoing changes or (2) one may give them the rights for actively participating in discussing possible solutions or (3) one may restrict all access to a smaller circle of developers.

Because Cicero is based on the MediaWiki software, it not only allows for discussing issues but it can also be used like a normal Wiki for collaboratively editing documents. If there is a need for discussion during the editing, then the extended functionality of Cicero may be used and the edited documents may be annotated with the discussions. It is also possible to integrate Cicero with other editing tools like the NeOn toolkit (see the following section).

4.3.2 Establishing Provenance Links

In [CGL+07b], the role of provenance in collaborative ontology engineering is described as “tracking the reasons why a change has occurred and to record the history of the design process” (p. 61), i.e. two main objectives of collecting provenance information can be identified:

- Documenting the history of changes to an ontology element.
- Documenting the design rationale of ontology elements.

The first objective of collecting provenance information is supported by version control systems like CVS, the framework for ontology evolution described in [KN03] or the ontology evolution framework proposed in WP1 of NeOn (see [PWHd07] for more details). The latter framework captures and logs ontology changes and stores them in an ontology change ontology. The collected information can be used for undoing or redoing previous operations and also for maintaining different variants of an ontology.

The second objective of documenting the design rationale can be supported by establishing a relationship between ontology entities and the corresponding discussion in Cicero that affected its design. For this purpose, a plugin for integrating Cicero and the NeOn toolkit is currently under development. The plugin will especially include the following functionality:

- Create issues from within the NeOn toolkit.
- Establish provenance links between issues created in the toolkit and the corresponding ontology elements.
- Allow for easily establishing provenance links between ontology changes made in the toolkit and solution proposals in Cicero.
- Allow for searching and filtering discussions:
  - Full text search in issues, solution proposals and arguments.
  - Filtering results for specific authors and dates.
In Fig. 4.6 it is shown which parts of the Cicero argumentation model are supported by the respective tools. The actual discussions will be held in Cicero while editing and browsing the ontology will be supported by the NeOn toolkit. The plugin will be used for editing and browsing the provenance links between the ontology elements and the corresponding design rationale discussions in Cicero.

4.3.3 Conclusion

Cicero is mainly designed for collaborative scenarios in which participants are separated in time and space. It may for example be used for discussing the issues in a project, instead of e.g. mailing lists or discussion boards.

Compared to discussion boards, Cicero has the advantage that the specified structure of issues, solution proposals and arguments allows for more systematically developing solutions for a certain issue. Furthermore, the specified structure enables new users to more quickly get an overview of ongoing discussions, e.g. by reading the description of the issue and the proposed solutions first and then only reading arguments related to selected solution proposals. Finally, Cicero also offers mechanisms for coming to a decision e.g. by a voting of the participants or by only giving certain users the right to decide which solution should be implemented.

Compared to mailing lists, Cicero additionally has the advantage that it is easier to find a certain discussion topic and its related arguments and that the discussion isn’t scattered in the inboxes of the discussion participants but centrally collected and documented.
Compendium and Cicero have their strengths in complementary collaboration scenarios. Thus, a decision for one of the tools should in the first place be dependent on the requirements of the existing scenario.

Compendium has its main application area in the synchronous or ex post documentation of group meetings. The documentation will usually be done by a specialized dialogue mapper. Compendium may also be used as a synchronous or asynchronous groupware but this is connected with certain restrictions and problems.

In contrast, Cicero has its main application area in scenarios where team members are separated in time and space and thus regular meetings are not feasible. The tool is then used for computer-mediated, asynchronous communication between the team members. Furthermore, its Wiki functionality may be used for collaboratively editing documents. In the future, an important advantage of using Cicero for collaborative ontology engineering will be its integration with the NeOn toolkit which leads to a better support of the ontology engineering lifecycle. Amongst others, the integration will reduce the required effort for establishing the provenance links between discussions of the design rationale and the affected ontology elements.

Compendium is all in all more flexible than Cicero with regard to modeling and capturing discussions. In contrast to Cicero, it doesn’t enforce a certain approach e.g. that issues, solution proposals or arguments are related to each other in a certain way. The flexibility of Compendium can be seen as an advantage as well as a disadvantage: It can be seen as an advantage because the user isn’t restricted in his possibilities and can thus be more creative in developing and documenting his ideas. But this can also be seen as a disadvantage because especially the IBIS approach (or one of its extensions) for structuring discussions should lead to a more systematical development and evaluation of solutions.

Compendium can also be used for applying the IBIS approach but the user isn’t guided by the tool in its correct application. Instead, the user has to learn the approach either by attending a Compendium seminar or by working through the tutorials on the Compendium web site. Cicero in contrast offers more guidance for the users in applying the DILIGENT argumentation framework and in structuring the discussions. This helps to reduce the learning effort that a user has to initially spend but it also decreases the flexibility of the tool.
Chapter 5

Conclusion

In this deliverable, we identified a list of features that are required for supporting a collaborative ontology design process. The list is based on an analysis of the NeOn case studies and already existing tools with collaborative ontology design features. According to the feedback of the future users of the collaborative features, one can identify the following most important features:

- The annotation of ontology elements and ontology changes with e.g. scope notes or justifications for a specific change is one of the most important collaboration features. Annotations help to increase the awareness between the different editors of an ontology. Furthermore, they can be used for coordinating the collaborative workflow (e.g. by annotating status labels).

- Facilitating the communication between the editors of an ontology by means of asynchronous and/or synchronous communication media (e.g. forums or chats). An important objective of the communication support is to reduce the number of required face-to-face meetings for coordinating the collaborative editing. It is especially important if the editors of an ontology are spread all over the world, like in the FAO case study, or over a whole county, like in the invoicing case study.

- Furthermore, efficient means for logging ontology changes are required during collaborative editing of ontologies. Such a log can e.g. be used for maintaining different versions of an ontology and/or for undoing previously made changes. Especially an undo mechanism is expected to be very useful for the case study partners.

With the WikiFactory framework and the Cicero argumentation tool we also presented two concrete tools that address the collaborative editing, including mechanisms for logging and undoing changes, and the communication between the different editors of an ontology. Furthermore, we presented two concrete proposals of how to ease the process of attaching provenance annotations to ontology elements and ontology changes as well as how the social network of the editors can be analyzed.

Besides the techniques mentioned in this deliverable, there is also ongoing work in other NeOn deliverables that addresses collaborative aspects of ontology design. For example, in [PWHd07] a framework for ontology versioning and logging is presented as well as a framework for the propagation of ontology metadata annotations. Furthermore, in [QH08] it is proposed how to extend the collection of provenance information to ontology elements originating from an ontology learning step while in WP4 customized views and ontology access rights are treated.

Currently, plugins are under development that integrate the functionality of the WikiFactory framework and the Cicero argumentation tool into the NeOn toolkit. The WikiFactoryDeployer plugin provides the automatic generation of semantic wikis (based on Semantic MediaWiki platform) from an ontology that is currently loaded in the NeOn toolkit. It can also deploy the ontology into an instance of the Cicero argumentation

tool. For the Cicero plugin\footnote{http://www.neon-toolkit.org/wiki/index.php/Cicero} it is currently planned to support the functionality described in Section 4.3.2 until August 2008.

\footnote{http://www.neon-toolkit.org/wiki/index.php/Cicero}
Appendix A

Manual of the Cicero Argumentation Tool

A.1 About the Argumentation Tool

Cicero is a web-based tool which supports asynchronous discussions between several participants. This social software application is based on the idea of Issue Based Information Systems (IBIS) and the DILIGENT argumentation framework. The DILIGENT argumentation framework was adapted for Cicero in order to make it easier applicable on discussions and in order to reduce the learning effort by users.

The discussions in Cicero are organized in projects. It is possible to have different property values and access rights for the different projects. Thus, projects are really independent of each other. More details about how to create a project and define its properties and access rights is available in Section A.4.

In Cicero, a discussion starts with the issue that should be discussed. For this issue, several solutions can be proposed. The solutions proposals can then be discussed with the help of supporting or objecting arguments. Furthermore, Cicero also defines a workflow for coming to a decision. For this purpose, it offers different decision procedures like preferential voting or that a responsible person is allowed for making decisions. More details about the discussion and decision process is available in Section A.5.

A.2 Installation and Configuration

A.2.1 Installing Cicero

To install Cicero you need to execute the following steps:

1. Install or upgrade to MediaWiki 1.11 (or higher).
   
   Note that Cicero 1.00 has been tested with MediaWiki 1.11 and doesn’t work with versions of MediaWiki prior to 1.11; it is also NOT guaranteed that Cicero 1.00 will work with versions of MediaWiki higher than 1.11.

2. Install the MediaWiki extension Semantic MediaWiki 1.0 RC2 (or higher).
   
   Note that Cicero 1.00 has been tested with Semantic MediaWiki 1.0 RC2 and doesn’t work with versions of Semantic MediaWiki prior to 1.0 RC2; it is also NOT guaranteed that Cicero 1.00 will work with versions of Semantic MediaWiki higher than 1.0 RC2.

3. Extract the downloaded archive into the folder <MediaWikiPath>/extensions/. Note that after extracting the archive, you will have a new folder called DILIGENTArgumentationTool which you should NOT rename.

---

1See http://www.mediawiki.org/wiki/Installation
3See http://ontoworld.org/wiki/Semantic_MediaWiki
4. Add the following line at the end of `LocalSettings.php` of your MediaWiki-installation:

   ```php
   include_once("extensions/DILIGENTArgumentationTool/DAT_DILIGENTArgumentationTool.php");
   ```

5. By calling the page

   `http://<serverName>/<MediaWikiFolder>/index.php?title=Special:DAT_InstallForm`

   Note that you need a Sysops-account within MediaWiki to be able to access the installation form. Here you just have to click on the `Install Cicero 1.00`-button and the installation is executed automatically (see area 1 in Fig. A.1). Make sure that in the `LocalSettings.php` of MediaWiki a database user account is listed which has the right to create and alter tables.

   ![Figure A.1: The Cicero installation form.](image)

   Figure A.1: The Cicero installation form.

   Note that - if for some reason - the installation becomes incomplete or defective you can execute the installation procedure at any time. The installation procedure will add the missing parts of the installation and will repair the broken parts.

   The user who installed the Cicero extension gets automatically assigned the role of a Cicero administrator. In Subsection A.2.2 more details are available about the Cicero administrator-role and how to assign it to further users.

   **A.2.2 Configuration**

   **User groups**

   **Predefined rights settings**

   The definition of the user groups used in Cicero are stored in the file `UserManagement/DAT_UserRights.php`. Usually, it will not be necessary to manually change this file. It is used for changing the predefined public and private rights-configurations described in Subsection A.4.2. They can be changed by adapting the values in lines 25-88. The following lines

   ```php
   $datGroupPermissions["project member"]['changeprojectproperties']['public'] = false;
   $datGroupPermissions["project member"]['changeprojectproperties']['private'] = false;
   $datGroupPermissions["project member"]['createissue']['public'] = true;
   $datGroupPermissions["project member"]['createissue']['private'] = false;
   ...
   ```

   show an excerpt. For example if you prefer that in the predefined configuration public a project member should not be able to create an issue, you need to change line 3 to
$datGroupPermissions["project member"]['createissue']['public'] = false;

$datGroupPermissions has the following structure:
$datGroupPermissions[<roleName>][<rightName>][<predefinedConfigurationName>] = {true or false}

true stands for allowed while false means forbidden. Be sure to keep the hierarchical structure of the user groups and the inheritance rule (for more details see Subsection A.4.2). Changes to this file will not have an effect on the user rights of already created projects.

Add new Cicero administrator

For registering a plain user as a Cicero administrator, the User rights management page of the MediaWiki can be used. The page can be accessed under the URL:

http://<serverName>/<MediaWikiFolder>/index.php?title=Special:Userrights

Note that you need to be (at least) member of the Bureaucrats-group to access this page. There you can type the loginname of the respective user. After clicking on the Edit User Groups-button (area 1 in Fig. A.2) an interface appears below. It shows on the left the current memberships of the user (area 2). If the entry Cicero admin already exists, the user already is a cicero administrator. But if the entry Cicero admin appears on the right side (area 3), the user needs to be added to this group. You achieve this by selecting the entry Cicero admin on the right side and clicking on the Save User Groups-button (area 4).

![Figure A.2: Adding a new cicero administrator](image)

Settings

The settings of the Cicero extension are mainly stored in the file DAT_Settings.php. You should normally NOT change any of the values. If you have other MediaWiki extensions installed besides of Cicero and SemanticMediaWiki which uses own namespaces, you probably need to change the following lines (34-37):

```php
### NAMESPACES ###
// namespace numbers for this extension
$namespaceNr = 102;
$namespaceDiscussionNr = 103;
```
If another extension already uses the namespace numbers 102 and 103, change the values in `DAT_Settings.php` into values unequal to these and bigger than 110.

If you want to deactivate the creation of accounts by users, you just need to out-comment the following line (64) by adding `//` at the beginning:

```php
$datGroupPermissions[‘*’][‘createaccount’] = true;
```

With this you restore the default behavior of your MediaWiki-installation.

If you want to change the default issue and voting timer within a project, you can change the following lines (193-194):

```php
$defaultIssueTimer = 0;
$defaultVotingTimer = 7;
```

The predefined values are 0 for the default issue timer and 7 for the default voting timer. These values are shown in the interface for creating new projects (see Subsection A.4.1).

If you want to change the colors used on the project and issue article page, you can change the following lines (196-199):

```php
### COLOR SETTINGS ###
$boxHeadlineBackground = "#C3C3FF";
$buttonAreaBackground = "#FFFF66";
$buttonAreaText = "#000000";
```

Note that you have to use the hexadecimal notation of the colors.

**Activation of the email-notifications in MediaWiki**

For activating email-notifications on your MediaWiki-installation you need to add the following lines to the `LocalSettings.php`:

```php
# including external SMTP server
$wgSMTP = array(
    "host" => 'examplehost.example.org',
    "IDHost" => 'example.org',
    "port" => "25",
    "auth" => true,
    "debug" => false,
    "username" => ,
    "password" => ,
);
```

Usually you only have to indicate the host-address and the port (normally 25) of your delivery SMTP server. Note that the lines with `#` are commented out and don’t have an effect. Remove the leading `#` if the corresponding property needs to be set for configuring the access to your mail server.

**A.3 Getting Access and Log In**

After successfully installing MediaWiki, Semantic MediaWiki and the Cicero extension on your server, you can now start using the features of Cicero. The Main page of MediaWiki is the place where you get the first time in touch with the Cicero extension. Here, Cicero provides a dynamically updated list of all existing projects in its installation. This way it is easy to access the different projects.

To log into the Wiki press the link on the upper right corner of the main page. It will show you an interface to put in your user name and password. If you don’t have an account yet, create one (click on the appropriate
While creating a new account you have to specify an email address. An email will be sent to you containing a link for the verification of the new account. This address will also be used for notifications later on.

Note that in the default settings of MediaWiki users are not allowed to create their own user accounts. Normally a MediaWiki-user with the rights of a **Bureaucrat** needs to create them. In Cicero, this default setting of MediaWiki is overwritten, so that any user can create its own account. See Subsection A.2.2 if you want to restore the default behavior.

After you have successfully logged into the system you will be redirected to the main page. To log out use the corresponding link of the personal menu on the top of the page.

### A.4 The Project Page

The overview page of a project can be reached from the main page of Cicero by using the links in the list of projects at the bottom of the main page (see Fig. A.3). The project overview page has three main areas that are shown in Fig. A.4.

1. A short introductory text that should summarize the project objectives. From here, also further pages with more detailed information may be linked. It should enable new users to get familiar with the project. The text may be changed in the settings of the project (see Subsection A.4.2).

2. An overview box with the most important properties of the project, e. g. who created the project, how many issues are currently attached to the project etc. At the bottom of the overview box, all functions that are available to the current user are shown. Functions for which the user does not have the necessary access rights are not shown (see Subsection A.4.2 for a summary of the access rights model of Cicero).

3. At the bottom of the page, two lists are available that contain the most recently modified issues and users participating in the project. For getting a list of all issues or users, the links in the yellow area have to be used.

The project overview page is automatically generated and updated by Cicero and need not be changed by the user. The introductory text of the project can be changed in the project properties (see Subsection A.4.2).
A.4.1 Creating a Project

In Cicero, all issues and their discussions are related to a project. Thus, at least one project has to be created before one can start with creating and discussing issues. There are two possibilities to create a new project (see Fig. A.3):

- Using the Create Project link in the sidebar of Cicero. This link is accessible on each page of Cicero.
- Using the Create Project link next to the title of the project list on the start page of Cicero.

Only logged in users that have the Cicero administrator role can create projects (see Section A.2.1 for instructions how to assign users the Cicero administrator role). If a user has the sufficient rights for creating a project, he will see a form where the project can be configured. For more details on the configuration options of a project see Subsection A.4.2.

A.4.2 Managing the Project Properties

The properties of a project can be divided into two different blocks: (1) The description of the project, the advanced project settings, the default issue settings and (2) the management of the access rights of different user roles and the assignment of specific roles to the different users. The page for managing the project properties can be accessed from overview box on the overview page of the project (area 2 in Fig. A.4). The link is only visible to users with sufficient access rights (either an Cicero administrator or, in most cases, a Project Moderator).

Project Description, Advanced Project Settings and Default Issue Settings

In Fig. A.5 one can see the part of the project properties dialog in which the description of the project (area 1), the advanced project settings (area 2) and the default issue settings (area 3) can be edited. The description of the project will be shown on the overview page of the project (area 1 in Fig. A.4). It should give new participants in the project a short introduction to the project objectives etc. The text may contain Wiki markup for formatting, including links to subpages on which more details may be explained.
The advanced project settings contain the *Self-registration* option. If it is set to the value *allowed* then users that are currently not participating in the project may register himself for participation. Self-registered users are automatically assigned to the role *Project Member* (see below). This function is deactivated if the option is set to the value *forbidden*.

In the default issue settings, one may change the default values that are used if a new issue is created, i.e. which decision mode should be used, how many solution proposals may be selected during a decision and the values of the issue and the voting timer. The details about these settings are available in Subsection A.5.5 about managing the issue properties.

### Managing Access Rights and User Roles

In Fig. A.6, one can see the part of the project properties dialog in which the user roles in the project can be edited (area 1) and assigned to the different participating users (area 2). The access rights in the different projects hosted on a single Cicero installation are independent of each other. Besides the Cicero administrators of the Wiki, in each project exist four predefined roles, to which different access rights can be assigned: The *Project Moderator*, the *Issue Moderator*, the *Project Member* and the *Anonymous User*.

User roles are ordered hierarchically. This means, a project moderator always has equivalent or more rights than an issue moderator and the issue moderator always has equivalent or more rights than a project member and so on. A Cicero administrator automatically has all access rights to a project and its related issues.

If a user can register himself for participating in a project, he is always assigned to the role of a project member (see Subsection A.4.2 for instructions how to activate the self-registration of users). Alternatively, one can explicitly assign the roles to different users (see area 2 in Fig. A.6).

Depending on the access and participation policies that should be implemented in a project, one can assign different access rights to the four roles. The following access rights exist in Cicero:

- **Read Discussion**: Allows access to the subpages of a project as well as to the overview pages of an issue and its discussions. Without this access right, a user can only see the start page of a project with the general information. Note that the title of issues are also shown to users which don’t have the Read Discussion-right within a project.

- **Participate in Discussion**: Allows for actively participating in discussions of an issue, i.e. to provide solution proposals and arguments.
• **Vote**: Allows for participating in the decision taking process of an issue, i.e. to either participate in a voting or to select a solution proposal for implementation (see Subsection A.5.5 for more details on the decision taking process).

• **Change Project Properties**: Allows for managing the project properties as they are described in this section, including the access rights and user roles. Thus, this right should usually only be given to a very small and trusted group of users.

• **Create Issue**: Allows for raising new issues, i.e. creating a new issue overview page (see Subsection A.5.1).

• **Change Issue Properties**: Allows for accessing the issue properties as they are described in Subsection A.5.5.

Note that for the *Anonymous User* only the *Read Discussion*-right can be activated or deactivated. All other rights are not selectable in the interface and are automatically set to *deactivated*.

There exists two predefined configurations of the access rights that can be selected with the drop-down list in the upper-left corner of the role configuration panel (area 1 in Fig. A.6):

• **Public**: In a public project, all registered users are allowed for actively participating in discussions and the decision taking procedure as well as in raising new issues. Managing the project and issue properties are restricted to users that have assigned the role *project moderator* or *issue moderator*, respectively.

• **Private**: In a private project, the plain *project members* only have read access to the whole project and the related issues. Only *issue moderators* are allowed for participating in discussions and decision taking procedures as well as in raising new issues.

It is possible to use one of the pre-configured role configurations as the basis for a customized role configuration. Just select one of the pre-configurations and adapt it by adding or removing the marks in the checkboxes. Note that during checking or unchecking a box also the inherited access rights are automatically set for the more and less capable user groups (see above for details about the hierarchy of user groups). So if a right for a user group is activated, it will automatically be activated for all more capable user groups. Analogously, if a right for a user group is deactivated, it will automatically be deactivated for the less capable user groups.
In area 2 in Fig. A.6 the panel for assigning roles to the users of a project is shown. To assign a role to a user, one has to first search for his account in the database of the Wiki. A user can be searched by either his Wiki account name, his real name or his e-mail address. The latter two are only optional information that need not to be given by all users during their registration.

The search results are then shown in the user search list where one or more users can be selected and then assigned to one of the three predefined roles by clicking on e.g. the Add as Project Member button. Users can also be removed from the different lists by clicking on the Remove User button under the respective list.

Note that the interface in the current version doesn’t avoid that a user is added to more than one user group. You could for example add a user McSuarez to the project moderator- and the issue moderator-group at the same time. But the Cicero will only store the highest group membership, which means that for the user McSuarez only the project moderator-membership is considered, because a project moderator always has the same or more rights than an issue moderator.

In order to avoid the administrative overhead of manually adding all users that are plain Project Members, it is possible to enable the self-registration of users in a project (see Subsection A.4.2). They are then automatically added as project members. By default, the self-registration is deactivated.

A.5 The Issue Page

For each issue, an overview page and a discussion page exists. The overview page of an issue can be reached from the project overview page: Either the list of the 10 most recently added issues can be used for accessing an issue (see area 3 in Fig. A.4) or the options Search for Issues and List all Issues can be used (see area 2 and 3 in Fig. A.4).

The issue overview page has three main areas that are shown in Fig. A.7:

1. A description of the issue as it was entered during the creation.

2. A list of all solutions for the issue that were proposed up to now. If the description of a solution proposal is too long only the first 30 words are initially shown. One can expand the description to its full length by using the lens at the end of the corresponding description. This area also shows which solution is selected for implementation once a decision is taken (see Subsection A.5.4).

3. An overview box with the most important properties of the issue, e.g. who created the issue, how many solutions are proposed and how many arguments are given. Furthermore, one can access from here the full discussion associated with the issue or change the properties of the issue. In order to see the Change Issue Properties option, one needs to have the corresponding access right (see Subsection A.4.2).

The issue overview page is automatically generated and updated by Cicero and need not be changed by the user. The description and the settings of the issue can be changed in the issue properties (see Subsection A.5.5).

A.5.1 Creating an Issue

New issues can be added by using the corresponding option on the project overview page (see area 2 and 3 in Fig. A.4). In order to see the Add New Issue option, one needs to have the corresponding access right (see Subsection A.4.2).

Creating a new issue is a simple task in Cicero and can be done very fast. In the form for creating a new issue (see Fig. A.8) one only needs to enter a unique title for the issue and an initial description. The description may contain Wiki markup for formatting, including links to related issues or web pages.

The issue is then create by clicking on the Save Issue button. The settings with regard to the decision taking procedure and the issue and voting timer are set to the default values as they are specified in the project.
Figure A.7: Overview page of an issue in Cicero.

Figure A.8: Form for creating a new issue in Cicero.
settings (see Subsection A.4.2). The settings and the text describing an issue can later be changed on the page for managing the issue properties (see Subsection A.5.5).

### A.5.2 Issue States

During its lifetime, an issue passes through four different states. Depending on the state, different changes to the issue are allowed. The states are summarized below and in Fig. A.9:

- **Running**: During the running state, all users with the corresponding access rights are allowed for making changes to the issues like adding further solution proposals or arguments.

- **Locked**: An issue can reach the locked state only if the dictator mode is chosen for decision taking (see Subsection A.5.4). During the locked state, no changes to the issue are allowed. Only a user with the corresponding access rights is allowed for deciding which solution proposal should be implemented as a response to the issue. As soon as the decision is taken, the state automatically changes to the decided mode.

- **Voting**: An issue can reach the voting state only if a preferential voting is chosen for decision taking (see Subsection A.5.4). During the voting state, no changes to the issue are allowed. All users with the corresponding access rights are allowed for casting their ballot. The voting is finished either after the time span set in the voting timer or it is manually finished by a user with the corresponding access rights. As soon as the decision is taken, the state automatically changes to the decided mode.

- **Decided**: As soon as a decision is taken which solution proposal should be implemented in response to the issue, the issue changes into the decided state. In this state, no changes to the issue are possible. If it should be further discussed, the issue has to be set back to the running state by a user with the corresponding access rights.

### A.5.3 The Discussion Page

The discussion page is – as the name says – the place where the discussion of a certain issue is stored. It can be reached from the issue page either through the tab-bar at the top or through the View Discussion link in area 3 of the issue overview page (see Fig. A.7).

At the top of the page a table of content of the whole discussion is shown for quickly accessing specific solution proposals or arguments (see area 1 in Fig. A.10). Directly below the table of contents, the subject of discussion, i.e. the description of the issue, is repeated from the overview page.

Below the subject of discussion, the different solution proposals and their supporting or objecting arguments are listed. To make a contribution to the discussion, one has to use Reply link next to the corresponding heading to which it should refer. Two different kinds of contributions can be distinguished:

- **Solution Proposal**: As the name says, it proposes a possible solution of the current issue. During taking a decision, one can select one or more solution proposals for being implemented as a response to the issue (see Subsection A.5.4).

- **Argument**: In principle, an argument can either support or object a specific solution proposal. Three different types of arguments exist:

  - **Example**: An example corresponds to a pattern that should or should not be imitated (depending on whether its a supporting or objecting example). They are used for illustrating similar cases that may serve as a model for the solution proposal to which they reply.
Figure A.9: Issue States in Cicero
– **Evaluation**: An evaluation gives criteria which help to assess the strengths and weaknesses of a solution proposal.

– **Justification**: A justification describes the relevant circumstances that help to understand why a certain solution is supported or objected by the author of the argument.

In Fig. [A.11] the form for adding an argument to a solution proposal is shown. In the top left drop down list, one can select the argument type and whether it supports or objects the solution proposal to which it replies. In the box below, the argument text can be entered. The text may contain Wiki markup for formatting, including links to external resources or files uploaded to the Wiki.

The different kind of contributions and how they are related to each other can also be seen in Fig. [A.12]. One can see that solution proposals can only directly reply to the issue while the arguments can only directly reply to a solution proposal. This results in a very flat hierarchy, showing the arguments with a small indent to their solution proposals.
A.5.4 Taking a Decision

If the decision taking procedure for an issue should be started, the state of the issue has to be changed from *running* to *voting* first. Under the precondition that there exists at least one solution proposal on the discussion page of an issue, two different ways exist how this state transition may take place:

1. In the issue settings, an automatic issue timer can be set that triggers that transition of the issue state from *running* to *voting*. By default, the issue timer is deactivated but in the project or issue settings a specific number of days may be given after which this transition takes place (see Subsection A.4.2 and A.5.5).

2. A user with the necessary access rights (see Subsection A.4.2) edits the issue properties and manually starts the voting phase for an issue.

Furthermore, two basic modes for taking a decision can be distinguished:

- **Preferential Mode**: In the voting phase of the preferential decision mode, all users with the corresponding access right can cast their ballot. Either automatically, by means of the voting timer determined in the issue settings (see Subsection A.5.5), or manually by an authorized user, the voting phase is closed after some time and the solution proposal with the most votes is marked as the decided solution. In case of a draw between two or more solution proposals a run-off ballot will start automatically. As soon as a final decision is available, the results are shown on the issue overview page and the state of the issue automatically changes to *decided*.

- **Dictator Mode**: In this mode, a user with the corresponding access rights locks the issue (see Subsection A.5.5). After that, he may go back to the issue overview page where a link to the page for taking a decision is shown. Once, the user made his decision he returns to the overview page where the result is shown and the issue state automatically changes to *decided*. Thus, the decision is only made by a single user.

Depending on the *selection mode* of the issue (see Subsection A.5.5), the users can either select only a single solution proposal during the decision taking phase or multiple solution proposals. In Fig. A.13 shows how the look of the issue overview page during a running preferential voting. By clicking on the button in the upper-left box, the user can change to the page shown in Fig. A.14 and cast his ballot. For the dictator mode both pages look very similar.
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Figure A.13: Issue overview page during a running preferential voting.

Figure A.14: Form in Cicero for casting the ballot during a voting.
A.5.5 Managing the Issue Properties

The properties of an issue can be changed by choosing the corresponding option on the issue overview page (area 3 in Fig. A.7). This option is only available for users with the corresponding access rights. In the issue properties (see Fig. A.15), one can change the description of the issue (area 1) as well as its advanced settings (area 2). The description may contain Wiki markup for formatting, including links to related issues or web pages.

The values of the advanced issue settings are inherited from the project settings during the creation of the issue (see Subsection A.4.2). More details on the meaning of the different settings are available in the sections about the different state of an issue and the available decision taking procedures (see Subsections A.5.2 and A.5.4).

The issue timer and the voting timer can be used for automatically triggering issue state transitions. The issue timer gives the number of days after which an issue should automatically change from the running state into either the voting or locked state, depending on the chosen decision mode. The voting timer gives is only activated if preferential voting is chosen as the decision taking procedure. In this case, it gives the number of days after which the voting is automatically closed. Setting either of both time spans to a value of 0 corresponds to deactivating the automatic state transition, i.e. a user with the corresponding access rights has to manually change the state with the help of the issue state drop-down list.
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